**1. Microservices using Spring Boot 3 exercises.pdf**

**Exercise- 1 Build a User and Order Management System**

**UserController.java**

package com.example.userservice.controller;

import org.springframework.web.bind.annotation.\*;

import java.util.\*;

@RestController

@RequestMapping("/users")

public class UserController {

private static final Map<Integer, Map<String, Object>> users = new HashMap<>();

static {

Map<String, Object> user1 = new HashMap<>();

user1.put("id", 1);

user1.put("name", "Alice");

users.put(1, user1);

Map<String, Object> user2 = new HashMap<>();

user2.put("id", 2);

user2.put("name", "Bob");

users.put(2, user2);

}

@GetMapping("/{id}")

public Map<String, Object> getUserById(@PathVariable int id) {

return users.getOrDefault(id, Map.of("error", "User not found"));

}

@GetMapping

public Collection<Map<String, Object>> getAllUsers() {

return users.values();

}

}

**OrderController.java**

package com.example.orderservice.controller;

import org.springframework.web.bind.annotation.\*;

import org.springframework.web.reactive.function.client.WebClient;

import java.util.\*;

@RestController

@RequestMapping("/orders")

public class OrderController {

private static final List<Map<String, Object>> orders = new ArrayList<>();

private final WebClient webClient = WebClient.create("http://localhost:8081");

static {

Map<String, Object> order1 = new HashMap<>();

order1.put("id", 1);

order1.put("userId", 1);

order1.put("item", "Laptop");

orders.add(order1);

Map<String, Object> order2 = new HashMap<>();

order2.put("id", 2);

order2.put("userId", 2);

order2.put("item", "Phone");

orders.add(order2);

}

@GetMapping

public List<Map<String, Object>> getOrdersWithUserDetails() {

List<Map<String, Object>> detailedOrders = new ArrayList<>();

for (Map<String, Object> order : orders) {

int userId = (int) order.get("userId");

Map user = webClient.get()

.uri("/users/{id}", userId)

.retrieve()

.bodyToMono(Map.class)

.block();

order.put("user", user);

detailedOrders.add(order);

}

return detailedOrders;

}

}

**Output:**
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**Exercise 2: Inventory Management System with Service Discovery**

**ConfigServerApplication.java**

package com.example.configserver;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.cloud.config.server.EnableConfigServer;

@SpringBootApplication

@EnableConfigServer

public class ConfigServerApplication {

public static void main(String[] args) {

SpringApplication.run(ConfigServerApplication.class, args);

}

}

**EurekaServerApplication.java**

package com.example.eurekaserver;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.cloud.netflix.eureka.server.EnableEurekaServer;

@SpringBootApplication

@EnableEurekaServer

public class EurekaServerApplication {

public static void main(String[] args) {

SpringApplication.run(EurekaServerApplication.class, args);

}

}

**ProductController.java**

package com.example.productservice.controller;

import org.springframework.web.bind.annotation.\*;

import java.util.\*;

@RestController

@RequestMapping("/products")

public class ProductController {

static final Map<String, Map<String, Object>> products = new HashMap<>();

static {

products.put("P101", Map.of("id", "P101", "name", "Pen", "price", 10));

products.put("P102", Map.of("id", "P102", "name", "Notebook", "price", 50));

}

@GetMapping

public Collection<Map<String, Object>> getProducts() {

return products.values();

}

@GetMapping("/{id}")

public Map<String, Object> getProduct(@PathVariable String id) {

return products.getOrDefault(id, Map.of("error", "Product not found"));

}

}

**InventoryController.java**

package com.example.inventoryservice.controller;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import org.springframework.web.reactive.function.client.WebClient;

import java.util.\*;

@RestController

@RequestMapping("/inventory")

public class InventoryController {

@Autowired

private WebClient.Builder webClientBuilder;

static final Map<String, Integer> stockMap = new HashMap<>();

static {

stockMap.put("P101", 100);

stockMap.put("P102", 50);

}

@GetMapping("/{productId}")

public Map<String, Object> getStockDetails(@PathVariable String productId) {

Map<String, Object> product = webClientBuilder.build()

.get()

.uri("http://product-service/products/" + productId)

.retrieve()

.bodyToMono(Map.class)

.block();

int stock = stockMap.getOrDefault(productId, 0);

product.put("stock", stock);

return product;

}

}

**InventoryServiceApplication.java**

@SpringBootApplication

@EnableDiscoveryClient

public class InventoryServiceApplication {

public static void main(String[] args) {

SpringApplication.run(InventoryServiceApplication.class, args);

}

@Bean

public WebClient.Builder webClientBuilder() {

return WebClient.builder();

}

}

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARUAAADHCAYAAAA3b8dyAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABNHSURBVHhe7d1vaFP3/gfw9+9nSp0uTbV1xqF3TOuKMJHbKStOEbZdyxD2pG5syhD2QOkDoZY9L30++iv0gegDQYbecWefDGTUXQVpr7970XkpDi5p7WRXpxFb1zTXaknl9/t+z/me5OQkaZP0kzQneb8gS3Jymp4FzzvfP6ffz39t3Ljx/0BEJOS/zT0RkQiGChGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJEg+VrqEIotGoukVw6YTZSEQ1Q3blt4ERRD97DaO9rTh8xmwjopoi2lLp370duHuZgUJUwwRDpQt/2GAeElHN4kAtEYliqBCRKIYKEYmSC5UTH2BnCJi41WM2EFEtWn6onLiEiL4uRWXJQDiM/d1mOxHVpOWHypnDaFVhEu4HulW4jAyY7URUk+S6P2eu4k4M2L5bpQsR1SwO1BKRKIYKEYliqBCRKMFQOY1/PzEPiahmibZUJh7HgJZDXPKAqIaJhsrpzlb0/Q3Y18f1VIhqlex6KkRU8zhQS0SiGCpEJIqhQkSiGCpEJIqhQkSiGCpEJIqhQkSiGCpEJIqhQkSiGCpEJIqhQkSiGCpEJKqC/qBwG85vOoBWPMCFR1cwvvYT9DUEgbnraI9Nmn0cIfQ3d2JvHRB5eg7H5s3mxQTewY8bduGhe//6g/j7+s3md0wV/p7F+PAjPD60Bfj1GjYOTGGu71PEG4DVl88i9FezTyXz+/FTyVVsS2V4IWbdxxemrPvSi+FeQt/HMf3S2lAGM1j1u76Po+43a4PP+P34qRQqKFSmMK1P6sQ0xu0Ni4ihZ+oc2h8ts0XxclqdDuUMLuW3KQTUXWA69++c7z6Ox//jvX2OuR1mBy/derD2+Qi5Pg7ve05/0Whe8dixB9OL/b48jp9qW+WOqZgT/qFpsZTD+IL+jarFsmA/L4fAtP6d6hv/X/bzpNl/ovnUWWw0t8Zfg4gf94ZBC2I6AN6eUK+bTRkaVRflOGbeuI9G5/0u38dC26ee97L3e/wZ8OptfUz5yXn8VLN8tkhTaizFFseNJ9+hJ2sIOGM06ZYzXtI/GsWRlhhGe1tx+IzZWAK6VTGzToVK702sMtvsk16PX+hw+AH15nlixB7LsH7GCg79mos1BtKI4Nk/Y43rxH/5xeeYaptJ7q9//j/Tf0HTNzPmNWT8DFE+fDb7k+r2tD99YLZloQdlVaC8Pjtk76tvT8aslk/x+rGnRd+HsPNgl7WlvJzxC8cM1vQuPTg6//YW1eq5i/q0cGjBf9qC6n4LXnxob6kfOGsFCtFyVeWU8sm1uxBMjOHrZ5Jdpx7cvKvvY7hz5bS1pbwa8XKdupu1xzTyY37m999TLR5rzOR94PI1rFZPFzblGFshKlIVhso27F6jOkbP72LYbJHSsy+McLi0XZ9c5rt11yeO4LfuLlFhdLfm8fFmvHqK079UOlXZUqkKDX/ElGu2xhpjOVX8GIceM5lquavewzPmQiSMoVKpPLM/G9MGbfNlxmHeeF89upb+HjvWQY9vBx5xHIVkVWGo2Ne7BAPN5rnNGmcxj4ulZ3/8Vs+o/uf76r+q2zRsDQglvdzdokLlPlaXtBvUhUsR/ZlFMTJgNlHVq8JQiWH4eRxY04Z+M6LZsfYTHK2L+3z2p0h//V8EZ4OIf7YHyQuFP/wIU21BrL5c6q7QdmwMmUcfXVIRQ7XAX9epmL/fydriSIyhd+qn5ODsydCXOLrGPLH+tgfWdSvw7XUqmexrU8wTL+tvc5zWiXONi3mqeP9Wx742JUdbTnfFiup+qbbKUAS976lkiY2ir/UwVmLejMqLFQqptE5cQqRvH0J3LyK8r8dspGrGgVoqoS5c6lGBgglcZKDUDIYKlYTu9kSjvdgH1e0J7wcjpXaw+0NEothSISJRDBUiEsVQISJRDBUiEsVQISJRDBUiEsVQISJRDBUiEsVQISJRDBUiEsVQISJRDBUiEsVQISJRFfRXyk5FwQe48OgKxtd+gr6GoFm1bdLsU8lW4vh12dP38QJ2ZcKAs3pb2qpvK8NZSS5wW1c9bDbHGWfVwxpQsS2VYVNDuazF0wWtxPGvMivjV17x9CnUzep71lyuBRUUKvYq+EhMY9ze4DMrcfzmZF2saqGupeyqH+Tc0ouzy0sGHEuA1JzKHVN5OW2tfv/QfOP7zkoc/292uGSeyLrb4aohdPk+Fto+xeM+1wr7JWXqDxVUspX8yoer6W/FnSff4d5a12r5npX0LRkr78dxQ/1cj66gpVir7eM6ehfaUmMfzxqTPxPxrLqvy3xY+xnx2SH8aRm1mp1V5ie+DWN/t9lYCrqlcqgxYyzDGfNIX1Xfu+q+dwzEHsOB+plXN7lX37fHdFj5kDQfzv4EsXfDl/h4YQjtj86p23VE6nahL7TNvK5tw3nVuv/aet2+XZjTP/dJshaQpa4NXwVuo/3pA6tO0I+NOrCGcEN1Y1pXp95PB1BfQwwXnPd7MgY0dOLHtaaoTcG68MHb9s9u391v3Zeb0z1J0YGhAuX3a8kWTfNtFSvHP8fcDrOL8eLQcUw13TT7/QXB2S2YKVurhyqdP6eUVasi1UqYxK05dVfXiA57gzKJY56Wy+CzMf29i531riCoA+48c2Zm1Lfu8yvJlkzy/VSL52PVIoo8vYJB6wVl4Sd8PavereFdnDSbCnMaV3+2j3/i1sosCf1ykx5TiaPuN/P8iz32LJJr1mjVNz/Yhcg6rCpqKboOUHK/GdTfVR29hmarjCqRL0Ml8qKIKdqFGTw0D5MSv2DYdSZkG//oqN+q4uYBbnkKkNmzOyG8WeQgwenOVoTDJe765GIqFAZu/2C6No2Yb1Gh+uuEpwtjxkLWrUtrhQTuThRVWIxqgz9bKnnQYyB/3/Sl66avISncWwE9brAZR9PeS93Wb7Z38AXV2jjumv2xxljOoukbpwvUjIQeR3nj/bQZIn3LWQGRKIeqDBVnUFUPtjpjKtbYi3m9EOMLeg5HX9Dmfi/nlhr4rWye2Z9T3gvQzNS0vmguuY/rVmTJU6pNVRgqIXS8oloXiTFcLLJmsttyuzm52MW2ohgZMBtWVPZuTtkMjFifRTTCIu7VoApDJYZ7+iK0uq3ocIJATy8X2f3B/D9wI6Fnjg4WOSibzcrP/njVD/8TgYY/YqrbMyhbBl1bXrMfhPbhSEWELC1HVXZ/BmN6WtieerbGPzY04fsiuz86pHqm9JR0lnGVtGnsQqz87E+Gf91E06lrWJ1lXCX2odmnRE53XsaEeUz+x7KnVBH6R6M40hLDaG8rDp8xG8mXqnb2h3xkYEQFimoT/m2AgVIF2FKhFdSPkegRbFePSv7nClQ2DBUiEsXuDxGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJYqgQkSiGChGJqqBQ2Ybz1opq9rKNydXwi15dLX+6WJj+XcUXBytA/UHX/1cI/c327z7P8n5UJSq2pWIvOA3EF6as++pk1tNFHNMs70dVooJCZQrT+gRLTGPc3lA2gzG75MZyaiPnzRRuL39YplpFuVtkTmvRuXnKxBLloXLHVMzJl61qYDWx6wqpFksJ6wfZXcmDKsl06dccnIoDulC9qWuUtf400RL8tfKb/oe/QRdR/w731n6Jo2vM9sQYet21k/W4xfoQbnj3s4qCpWoi67GU1Gu6XvI5HMtZK0h/i7vLfKS/ly2ffQphlluMjaKv9TBOm60F0Z9FcNr+fKzPbxcwO5TRKrM+izrP52i1bjqxN6GCJlZEqVmqST6c/bFLbxyF8416HZG6XejLGND17qfLdmzG0eZ3koXcnW5P+5NFvsE1a3A1/Vu8/dEkdrt/p/mmf12dsM4+dlmPZdQLGthjrd+K0E58cMLaUrj5K2j3FKvPtA27VbjGn99N36/+XeytU/drtgnWPKJq58NQUfTJnfzmnMTFWRUJWf7hx/UJntwvhuHnar+6JrxltuRHfVsHN3t+pzaJY67nJ9fuQlC1mL52tQAGY7rW0GZ8XOysUvdNux5O7A6ulnKV+UAjXld37q6m1WVaD1x4+kA9k6/QSNXLl6ESeZHeFM9VmtQ7HjP87DvVgiiwOxJowU71be39nelyfNObwedgoNk8L1QP9ofDCBfb9SmKPaDbF7hd+GdFpPizpVJOq5pUR2qJKV/zTR9s6HTNnOhbp9198A09JtSJnc/dLTyiwjBUlmLNQgXRtMo8z2ZhBg/VndXdSo65uG6VfoKa429dfwB4mj613hHQXbfSzk5RdamKUDm5ejOQ+EV1g8wGSc4Jt3qxK3uX283JRc/+RBGNXEKX2VIak7g1p+4SY7iYNvsVQscrQWBuMqMbpMuURtWxRYZKe2TkP/4PlfqD1rRwJL7UDEexnIHgA56LxlRXITn7E0NP/EGWfZZJYvYnT4PPxhCv24WvXMd/MqS7bw9wIaOl1YU/bLAfhd47oqKPKMWH16nsUp0Rt7h1PUqPu5ViXaeyucDrTtyyXF9i3jMlyz75Hl/eBK5TyXpMDs+xZey7yHU2AyOIfmYVLMXF8H702FuJ/BkqDxcNCyoPgcCjqsSBWipK/6gurB7DaD8DhdIxVKgwutsTjeJIi+72tOJwKS/KI19iqFBhuvcjrC/I4zgK5eCvMRUiqnhsqRCRKIYKEYliqBCRKIYKEYliqBCRKIYKEYliqBCRKIYKEYliqBCRKIYKEYliqBCRKIYKEYmqoFDRK7HpFejt4lt2qU71PKNIWGVySosuWXTLKkzm/H+l6hufr7dfJvK7im2p2LV8sIxC5nZIia4ZKy6Ge7oo/VIlQIh8pIJCxV6RHolpjNsbqpMpPF98WBYr1SrKHbROa9G5ZS/OnmxFOjeftCapPCp3TMWcfN4qg9VmfEH/X5a2ro7TNUN8kZrRev1fT73oC3O6HnV6sOhC7n0NwI0npqaRrkO95gCDhZJ8uUiT/oety3I4dBEvpwCWPoH6GrKvHa+599Uy9s+omezwrr6fvtK8/T6xtG3J40yMoXfJIunZCCwurcdwgtP27zcLh8PzGWjWsdZ5j1O3bjqxN2E+k1wLj1uVBkLLqBpA1cR3sz/2iapPaPNNqW7fBw4mv03tesl6uy6OboeIs5++pU4mUzPYCgLndfUz+lu3+R10mL0s1uBq+rd4+6NJ7F7k29kJFF0mpL2oQFEk6v7MX8nj9+eoBV3/rl221RS/76jfiqAK01uegmNWAXv1ys76Sh6/onLxWaiE8Kb+R+6pmDcYK+Ib0jphdN0bd12bSRx7+gCo24UjydkYc9JktGDUvjnKmepWixMoyyol0n0TE/o+dgdXS7nAtKkF7e5qWl2m9cAF/Xnoz12F9lsB1aJLG/PSrTdde/k6bpSkQiP5kc9CxcyWCPThrVKp2cYy5ietFs7rVg1hJdCCnSrIIi+yB4jXm6Y7texAsfRgv15kuqx1dUwLLnBbtcZyFBLTrNZbG6af6NZfuQedqZL5rvszGDuHXlOG1Jl9KHraeJGZpuS37qom1bDPd8p3M/Za4zN+nSJ2Wh6qy5ijFaa95bRiHnEMhTL5LlS01LjJkN3sbugUvx4lOeVrzUIF0bTKfro4Pdajjylz1qSiOUXo1x8AVAsrbSDbarHZLTprpkp1DY++8gt601oxzWhSrbnyT5NTJfJlqKTE0DNlgiWjP29f95Krnz/4Qo+dbFUnjdngqN+GVhUjd+bNieWccKvz7W7pY9KDxDpY8rjCdlF69ieKaOQSusyW0pjErTl1lxjDRc8gbMcrquVlxrCG53+xpqQziuF7PzOqaT4LFdU8987MmDGPzG9JZ/ylLXuLYf4fdoui0f1+6v11Efa5265m/SQumu5WemtI7ZtzXGcSx/T1G6o7dNR7vIWQmP3J0+AzdbyqFfKV6//xZKgTe+tU68vpCi38hO9V+LSud4WlnmZWn1l89gq7QmTx33Uq5loJ95UouQdFzXUWesbISL9OZanXXaxrMfTgrmPp61RSP5O+b/4ErlPJ8nml6Nkv17hIxr7Zj3ux64SIWKGQiET5fEyFiCoNQ4WIRDFUiEgUQ4WIRDFUiEgUQ4WIRDFUiEgUQ4WIRDFUiEgUQ4WIRDFUiEgUQ4WIRDFUiEgUQ4WIRDFUiEgUQ4WIRC0rVLqGIojqNVSjEVwq8XKHROQPIiu/6XDpfQ8Y7W3F4VIWvSKiiifS/TndeRkTCGHjDrOBiGqW6JjKa1tKW0iCiCofB2qJSBRDhYhECYXKBB6z7AsRKUKhchr/fgKE3juCfrOFiGqTWPenZ18Y4d7HOGRdtzLCcCGqUWKh0j+qwqQHGAircAnvh3pIRDVIKFT6sacFiP18tbh6v0RUNcRaKkREGkOFiEQxVIhIFEOFiESJhErX0CFsRwx3rnCYlqjWLWvpA3vJg5D1eOLbMPZ3Ww+JqIaJrKdCROTgmAoRiWKoEJEohgoRiWKoEJEohgoRiWKoEJEohgoRiWKoEJEohgoRiWKoEJEohgoRiWKoEJEohgoRiWKoEJEg4P8B+nzi1HTo0bkAAAAASUVORK5CYII=)**

**Exercise-3: Implement an API Gateway**

**CustomerController.java**

package com.example.customerservice.controller;

import org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/customers")

public class CustomerController {

@GetMapping("/{id}")

public String getCustomer(@PathVariable String id) {

return "Customer info for ID: " + id;

}

}

**BillingController.java**

package com.example.billingservice.controller;

import org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/billing")

public class BillingController {

@GetMapping("/{id}")

public String getBilling(@PathVariable String id) {

return "Billing info for ID: " + id;

}

}

**ApiGatewayApplication.java**

package com.example.apigateway;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class ApiGatewayApplication {

public static void main(String[] args) {

SpringApplication.run(ApiGatewayApplication.class, args);

}

}

**Exercise 4: Resilient Microservices with Circuit Breaker**

**SlowController.java**

package com.example.mockthirdparty.controller;

import org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/thirdparty")

public class SlowController {

@GetMapping("/process")

public String slowApi() throws InterruptedException {

Thread.sleep(4000); // Simulate delay

return "Third-party payment processed";

}

}

**PaymentService.java**

package com.example.paymentservice.service;

import io.github.resilience4j.circuitbreaker.annotation.CircuitBreaker;

import org.springframework.stereotype.Service;

import org.springframework.web.reactive.function.client.WebClient;

@Service

public class PaymentService {

private final WebClient webClient;

public PaymentService(WebClient.Builder builder) {

this.webClient = builder.baseUrl("http://localhost:8083").build();

}

@CircuitBreaker(name = "thirdPartyCB", fallbackMethod = "fallbackPayment")

public String makePayment() {

return webClient.get()

.uri("/thirdparty/process")

.retrieve()

.bodyToMono(String.class)

.block();

}

public String fallbackPayment(Throwable t) {

System.out.println("Fallback triggered due to: " + t.getMessage());

return "Fallback: Payment system is currently unavailable. Try again later.";

}

}

**PaymentController.java**

package com.example.paymentservice.controller;

import com.example.paymentservice.service.PaymentService;

import org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/payment")

public class PaymentController {

private final PaymentService paymentService;

public PaymentController(PaymentService paymentService) {

this.paymentService = paymentService;

}

@GetMapping("/make")

public String makePayment() {

return paymentService.makePayment();

}

}

**PaymentServiceApplication.java**

@SpringBootApplication

public class PaymentServiceApplication {

public static void main(String[] args) {

SpringApplication.run(PaymentServiceApplication.class, args);

}

@Bean

public WebClient.Builder webClientBuilder() {

return WebClient.builder();

}

}

**Output:**
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**GreetController.java**

package com.example.greetservice.controller;

import org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/greet")

public class GreetController {

@GetMapping

public String greet() {

return "Hello, world!";

}

}

**application.properties**

server.port=8081

spring.application.name=greet-service

eureka.client.service-url.defaultZone=http://localhost:8761/eureka

**API Gateway**

**application.properties**

server.port=9090

spring.application.name=api-gateway

eureka.client.service-url.defaultZone=http://localhost:8761/eureka

spring.cloud.gateway.discovery.locator.enabled=true

spring.cloud.gateway.discovery.locator.lower-case-service-id=true

spring.cloud.gateway.routes[0].id=greet-service

spring.cloud.gateway.routes[0].uri=lb://greet-service

spring.cloud.gateway.routes[0].predicates[0]=Path=/greet-service/\*\*

spring.cloud.gateway.routes[0].filters[0]=RewritePath=/greet-service/(?<segment>.\*), /greet/${segment}

**ApiGatewayApplication.java**

@SpringBootApplication

public class ApiGatewayApplication {

public static void main(String[] args) {

SpringApplication.run(ApiGatewayApplication.class, args);

}

}

**LogFilter.java**

package com.example.apigateway.filter;

import org.springframework.cloud.gateway.filter.GlobalFilter;

import org.springframework.cloud.gateway.filter.GatewayFilterChain;

import org.springframework.core.Ordered;

import org.springframework.stereotype.Component;

import org.springframework.web.server.ServerWebExchange;

import reactor.core.publisher.Mono;

@Component

public class LogFilter implements GlobalFilter, Ordered {

@Override

public Mono<Void> filter(ServerWebExchange exchange, GatewayFilterChain chain) {

System.out.println("Logging request path: " + exchange.getRequest().getPath());

return chain.filter(exchange);

}

@Override

public int getOrder() {

return -1;

}

}

**Output:**
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